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Abstract The quality of a software system is partially determined by its structure (topological structure), so the need to
quantitatively analyze the quality of the structure has become eminent. In this paper a novel metric called software quality of
structure (SQoS) is presented for quantitatively measuring the structural quality of object-oriented (OO) softwares via bug
propagation analysis on weighted software networks (WSNs). First, the software systems are modeled as a WSN, weighted

class dependency network (WCDN), in which classes are nodes and the interaction between every pair of classes if any is a
directed edge with a weight indicating the probability that a bug in one class will propagate to the other. Then we analyze
the bug propagation process in the WCDN together with the bug proneness of each class, and based on this, a metric (SQoS)
to measure the structural quality of OO softwares as a whole is developed. The approach is evaluated in two case studies
on open source Java programs using different software structures (one employs design patterns and the other does not) for
the same OO software. The results of the case studies validate the effectiveness of the proposed metric. The approach is

fully automated by a tool written in Java.

Keywords bug propagation, design pattern, object-oriented (OO) software, software network, structural quality

1 Introduction

Object-oriented (OO) has been the most widely used
development paradigm since the early 1990’s. And
there are a large number of open source object-oriented
(OSOO) software systems in free software ecosystems
such as Sourceforge[1] and Freshmeat[2]. Many of them
have equivalent or overlapping functionalities. The lack
of objective evaluation criteria makes the choice of the
best one from these candidate OSOO software systems
difficult. Furthermore, as the OSOO software systems
have considerable economic impact, and make great in-
roads into the mission-critical or life-critical real-world
applications, many organizations would like to have
object measures regarding the quality of the software
products[3]. So there is a great need for some objec-
tive metrics to quantify the quality of OSOO software

systems.
Software structure design explicates the structure of

the software in terms of software components and inter-
actions among them. Especially, in OO software sys-
tems, it describes methods, attributes, classes, packa-
ges, etc., and their interactions. With the increase of
the complexity of software systems, the overall struc-
ture of the system is becoming more and more com-
plicated, making the software structure become one of
the most important factors that influences the quality
of the final software products[4]. So the need to quanti-
tatively analyze the quality of the structure has become
eminent[5].

In recent years, researchers in the field of statisti-
cal physics and complex system used complex software
networks (hereafter, software networks) to represent
software systems by taking software components, such
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as methods, classes and packages, as nodes and their
interactions as edges[6]. It provides us a new way to
study complex software systems. And the research in-
terests are mainly involved in discovering the shared
topological properties of software networks, the evolu-
tion mechanisms of software networks and the metrics
for evaluating complexity of software networks. [7] gives
a detailed review of the research in this new field.

But to the best of our knowledge, quantitative stud-
ies of software quality from the perspective of software
networks (i.e., to quantify the structural quality of soft-
ware networks) are very scarce, and the assumptions
they are based on cannot meet the practice to a certain
degree. Considering the defects of the existing method-
ologies, in this paper we propose modelling OO software
systems at class level using a weighted software network
(WSN), weighted class dependency network (WCDN),
which is built on the details of the features (i.e., me-
thods and attributes) and their interactions in the spe-
cific OO software system. And then, we present a new
metric, software quality of structure (SQoS), to mea-
sure the structural quality of OO softwares by analyz-
ing the bug propagation process in WCDN and the bug
proneness of each class. We test our approach against
two case studies on open source Java programs, each
of which has two versions (one employs design patterns
and the other does not). The results of the case stud-
ies validate the effectiveness of SQoS. The approach is
fully automated by a tool written in Java.

The rest of this paper is organized as follows. Sec-
tion 2 contains a brief summary of the related work.
Section 3 describes our approach in detail. Section 4
presents the results of two case studies conducted on
two open source case studies. In Section 5 a software
tool that has been developed to automate the proposed
approach is briefly described. The limitations and fu-
ture work of our research are mentioned in Section 6.
And we conclude the paper in Section 7.

2 Related Work

Let us brief the researches on software structural
quality measurement first, and then detail some re-
search work from the perspective of software networks.

In [8], Alan MacCormack et al. adopt design struc-
ture matrices (DSMs) to represent the software net-
works at the source file level, and introduce change cost
to measure the average influence of components on the
whole system. Basically, a software system should keep
the change cost as low as possible, i.e., the influence
of any performed change should be limited to a range
as small as possible. However, it assumed that all files
have the same probability that they can be changed,
and that a change in one file will definitely propagate

to other files that point to it directly and indirectly in
software networks. This may not meet the practice.

In [9], Danmien Challet et al. propose a metric called
failure propagation basin to study the bug propagation
in function call graphs and package dependence graph.
The failure propagation basin measures the potential in-
fluenced nodes caused by a faulty node (contains a bug)
and it is defined as the number of nodes that point to
the faulty node directly or indirectly in software net-
works. They calculated the failure propagation basin of
each node, and studied the distribution curves of the
size of failure propagation basins. They, however, nei-
ther take into account the significance of the attributes
in bug propagation nor propose a metric to characte-
rize the structural quality of the software systems as a
whole.

In our preliminary work[10], we introduced an ef-
ficient statistical measure, called average propagation
ratio, to characterize the structural quality of general
complex software networks at the granularity level of
class. And several representative real-world complex
software networks were analyzed using average propa-
gation ratio. However, average propagation ration also
assumed that all classes have the same probability that
they may be changed or may be faulty (contains a bug),
and that a change or bug in one class will definitely
propagate to other classes that point to it directly and
indirectly in software networks, which may not meet
the practice.

3 The Approach

In the previous researches as we talked in Section 2,
people always make the following two assumptions: 1)
the change or bug in one software component such as a
file or a class will definitely propagate to other compo-
nents that point to the changed or faulty node directly
or indirectly in software networks; and 2) all software
components, such as classes, and files, have the same
probability that they may be changed or may be faulty.
But these two assumptions may sometimes not meet
the practice. The rationale is twofold.

1) In OO software systems, a class always contains
many attributes and methods. We treat a class as a
faulty one if it contains at least one bug. Similarly, the
attributes and methods of another class depending on
the faulty class do not all link to the faulty attributes
or methods directly or indirectly in it.

See Fig.1, class X is composed of three methods
(b(), c(), d()) and one attribute (a), and class Y is com-
posed of two methods (e() and f()). So if any attribute
or method of class X is faulty, class X will be viewed
as faulty. In previous work, people all think the bug
in class X will definitely propagate to class Y , for the
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latter depends on the former. However it is not always
the truth. For instance, if the bug exists in method c(),
the bug will propagate to class Y , for f() in class Y
depends on c() in X . However if the bug exists in other
attributes or methods but c(), it will not propagate to
class Y , for f() and e() in class Y do not directly or
indirectly depend on the faulty attributes or methods
in class X .

Fig.1. A simple example.

2) The probability that a bug arises in a class is
not always the same. Many prior researches have re-
vealed that this probability is closely related to many
kinds of information such as complexity of requirement
implementation[11] and source code complexity[12]. To
make the estimation of software structural quality more
precise, the property a bug arises probably will vary
across classes should also be taken into consideration.

Compared with the prior researches, the main contri-
butions of this paper are summarized in the following:

1) assume a class depending on a faulty class itself
becomes faulty with probability p rather than 1;

2) introduce a new concept, bug proneness index of
classes (BPIC), to represent the probability a bug arises
in a class;

3) finally present a novel approach to measure the
structural quality of OO softwares.

Fig.2. Workflow of the proposed approach.

In the following subsections, we will first detail the
way to model OO software systems as weighted class
dependency networks with the bug propagation prob-
ability p being the weight of the direct edge between
two classes. And then we analyze the bug propagation
process in such a software network, introduce the bug
proneness index of classes, and finally propose a new
metric to quantitatively measure the structural quality
of OO softwares. Fig.2 gives a short overview of the
workflow of the proposed approach.

3.1 OO Design

In this paper we mainly focus on the OO domains,
and take the OSOO software systems as our research
subjects. The rationale is threefold[13]:

1) OO has become the most widely used develop-
ment paradigm since 1990’s. And there are a lot of
OSOO software systems on the Web which can be eas-
ily got for our research objectives.

2) OSOO software systems are developed under the
OO paradigm. They have clear structures and the soft-
ware components such as attributes, methods, classes,
packages, and their dependencies are amenable to ex-
traction and analysis.

3) many software design principles[14] can be easily
used to improve the quality of OO software systems.
And the research on OO designs can reveal the interre-
lationships between design principles and software qua-
lity.

3.2 Data Collection

Data collection refers to the process to extract soft-
ware components such as attributes, methods, classes
and their dependencies. We have developed a tool that
can be used to analyze compiled Java codes (files with
.class and .jar extension) to get needed data. In this
paper, we only take into consideration two kinds of
dependencies, method accessing attribute dependency
and method call dependency, and the dependencies be-
tween classes are obtained according to these two kinds
of dependencies.

3.3 Weighted Software Networks

After data collection, two kinds of weighted software
networks can be built, weighted feature dependency
network (WFDN) and weighted class dependency net-
work (WCDN). And WFDN is mainly used to build
WCDN. We use the term feature, a concept borrowed
from Dependency Finder[15], to designate attributes
and methods. The dependencies between two features
as we talked in Subsection 3.2 are treated as the same
dependency. In this subsection, we will first give the
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formal description of WFDN and WCDN.
Definition 1 (Weighted Feature Dependency Net-

work (WFDN)). In WFDN the nodes represent features
(attributes or methods) of a specific OO software sys-
tem. And each feature is represented by only one node.
Directed edge between two nodes denotes one feature
uses another feature, i.e., if feature A uses feature B,
there will be an edge from the node denoting A to the
node denoting B. And here we only consider the pres-
ence of dependency and neglect the multiplicity of de-
pendencies such as A depends three times on B. And the
weight of each directed edge denotes the probability that
a bug in B will propagate to A. See Fig.3 for example.
Therefore WFDN can be described as:

WFDN = (Nf , Ef , Mf
P ), (1)

where Nf is the set of all features of the specific OO
software system; Ef is the set of directed edges de-
noting all relationships among features; Mf

P is a ma-
trix storing the bug propagation probabilities among all
pairs of nodes if they are linked by a directed edge in
WFDN, i.e., if node j links to node i, the entry Mf

P (i, j)
of Mf

P stores the probability that if node i is faulty
(contains a bug), the bug will propagate to node j with
probability Mf

P (i, j).
In WFDN we assume that the bug in one feature

will propagate to features directly depending on it with
probability 1. And for features that do not depend on
it directly, the bug propagation probabilities will be 0.

Fig.3. Illustration of WFDN.

Fig.3 shows a simple source code segment and its
corresponding WFDN.

Definition 2 (Weighted Class Dependency Network
(WCDN)). In WCDN the nodes represent the classes
of the specific OO software systems. And each class is
represented by only one node in the whole WCDN. Di-
rected edges between two nodes denote the interactions

between the corresponding classes. And such interac-
tions are obtained from the corresponding WFDN, i.e.,
if the features in class X use the features in class Y,
there will be an edge from the node denoting class X
to the node denoting class Y, and vice versa. Here we
only consider the presence of dependency and neglect
the multiplicity of dependencies such as class X depends
three times on class Y. And the weight of each directed
edge denotes the probability that a bug in class Y will
propagate to class X. See Fig.4 for example. Therefore
WCDN can be described as:

WCDN = (N c, Ec, Mc
p). (2)

Fig.4. Illustration of WCDN.

The meanings of the notations of N c, Ec and Mc
P

are very similar to that we talked in WFDN. Only are
they now applied to WCDN. So we will not go further
into details about these notations here. Please refer to
those in WFDN.

In the following, we will detail the way to calculate
the probability matrix Mc

P clearly. But before that,
some primary definitions should be given first.

Definition 3 (Extra-Class Method Reachability Set
(ECMRS)). Suppose there are two different classes, Ci

and Cj (Ci, Cj ∈ N c). And Ci depends on Cj directly
(i.e., there is an edge from Ci to Cj in WCDN). Then
we define the extra-class method reachability set of each
method Ci

k in Ci, ECMRS(Ci
k, Cj), as the set of fea-

tures in Cj reachable from Ci
k. A feature w in Cj is

reachable from Ci
k if in WFDN there is a directed path

from Ci
k to w. And the path is only composed of nodes

denoting features in Ci or Cj, and it travels each node
only once.

Fig.4 shows the WFDN in Fig.3 and its corre-
sponding WCDN. We can find that class Y depends
on class X . So ECMRS (Y.e(), X) = {X.c()}, and
ECMRS (Y.f(), X) = {X.c()} (for there are two paths,
Y.e() → Y.f() → X.c() and Y.f() → X.c()).

Obviously, the ECMRS of a specific method in one
class is the set of features in another class that will
have direct and indirect impact on this method espe-
cially when one of them is faulty. In order to obtain
the ECMRS of each method in every pair of classes
which are directly linked, we propose a queue-based
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level order traversal algorithm which is shown in Algo-
rithm 1, where F i is the set of features in class i, | ∗ |
denotes the counting of the elements in set ∗. Here-
after, if the notations are not explained explicitly, the
meanings are similar to that proposed first.

Algorithm 1. Queue-Based Level Order Traversal Algo-

rithm

Input: WFDN and the edge set Ec of the corresponding

WCDN.

Output: ECMRS(Ci
k, Cj), i �= j, i, j = 1, 2, . . . , |Nc|;

k = 1, 2, . . . , |F i|.
1 Prepare a queue.

2 Select a directed edge from Ec, and delete it from Ec.

3 Find the classes i and j on its two sides, and suppose

the direction is from i to j.

4 Travel through the nodes in WFDN one by one, if (node
k ∈ F i) then add node k to queue.

5 Get a node from the queue and store it in a set setF,
then add other nodes who are dependent by this node
and belong to F i or F j to queue.

6 Go to step 5 until node is NULL.

7 Let ECMRS(Ci
k, Cj) = setF ∩F j , and setF = ∅.

8 Go to step 2 until edge is NULL.

Definition 4 (Inter-Class Ripple Basin (ICRB)).
The inter-class ripple basin of class i on class j,
ICRB(i, j), describes the total set of features in class
j that are directly or indirectly used by all methods in
class i. So, in fact, it is the union of ECMRS of all
methods in class i. Therefore ICRB(i, j) can be de-
scribed as:

ICRB(i, j) =
∑

Ci
k∈F i

∪ECMRS (Ci
k, Cj). (3)

Considering that the ECMRS of the methods in class
i, all should have indirect relationships with the features
in another class via the critical methods (those directly
linked to features of another class), we only calculate
the ECMRS of the critical nodes. See Fig.4 for exam-
ple. Y.f() is a critical method. Y.e() is an ordinary
method. And Y.e() uses Y.f(). So we only need to cal-
culate ECMRS (Y.f(), X) to get ECMRS (Y.e(), X). By
the same token, ICRB(i, j) is the union of ECMRS of
all critical methods in class i. Therefore we can take a
more simple formula to calculate ICRB(i, j) which can
be described as:

ICRB(i, j) =
∑

Ci
k∈Sc

∪ECMRS (Ci
k, Cj), (4)

where Sc is the set of critical features in class i. We
can find that ICRB(i, j) in fact is the set of features

in class j whose bug will propagate to the methods
in class i, finally making class i faulty. In Fig.4,
ICRB(Y, X) = {x.c()}.

So given class i and class j of an OO software sys-
tem, the bug propagation probability from class i to
class j is denoted by Mc

p(i, j) and defined in this paper
as the following formula:

Mc
p(j, i) =

|ICRB(i, j)|
|Fj | . (5)

In Fig.4 Mc
p(X, Y ) = |{X.c()}|/|{X.a, X.b(),

X.c(), X.d()}| = 1/4 = 0.25.

3.4 Multi-Step Effect of Bug Propagation

From the definition of WCDN we can find that the
weight of each edge describes the effect a faulty class
will have on the nearest class which directly depends on
it. It in fact describes the single-step effect of a faulty
class. However, the multi-step effect should also need to
be taken into consideration when we want to evaluate
the effect of a faulty class on other classes.

Fig.5. Illustration of a simple WCDN.

In Fig.5 the bug propagation probability that class
B will be faulty if class E is faulty is not simply 0.6,
for if class E is faulty, the bug will have 0.2 probability
to propagate to class C, which in turn will propagate
its bug to class B with probability 0.3 (along with the
dashed arrow). So we can suppose that a bug in class
E may have indirect effect on the class B via class C.
Thus the bug propagation probability that class B will
be faulty if class E is faulty is more than 0.6. Similarly,
a bug in class C will have more than 0.7 probability to
propagate to class A. And a bug in class E will have
an indirect effect on class A via class B and class C
though there is no direct dependency between the two
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classes. Obviously, it is the multi-step effect of a faulty
class. So when evaluate the effect of a faulty class on
other classes, we should take into consideration both
the single-step and multi-step effect of a faulty class by
measuring all direct and indirect effect among all pairs
of classes.

After taking into consideration the multi-step effect
of a faulty class, the bug propagation probability be-
tween every pair of classes is composed of two parts,
single-step effect and multi-step effect. So we should
update the bug propagation probability matrix Mc

p .
And the updating formula for the element of Mc

p can
be written as:

Mc
p(i, j)updated = Mc

p(i, j)single-step+Mc
p(i, j)multi-step,

(6)
where Mc

p(i, j)updated is the updated bug propagation
probability between classes i and j. Mc

p(i, j)single-step
is the single-step bug propagation probability
which is equal to the Mc

p(i, j) defined in WCDN.
Mc

p(i, j)multi-step is the multi-step bug propaga-
tion probability between classes i and j. And let
Mc

p(i, j)n
multi-step be the n-step (n is an integer and n >

1) bug propagation probability, i.e., Mc
p(i, j)n

multi-step
is the probability that the bug in class i propagates
to class j by n steps. For simplicity, the n-step bug
propagation probability from class i to class j can be
calculated by the following formula:

Mc
p(i, j)n

multi-step =Mc
p(i, k1)Mc

p(kn−1, j)

·
n−2∏

l=1

Mc
p(kl, kl+1), (7)

where ki, i = 1, 2, . . . , n− 1 are the n− 1 classes on the
directed path from class j to class i with n steps.

So the multi-step bug propagation probability from
class i to class j can be calculated by the following for-
mula (where D is the diameter of the WCDN[16]):

Mc
p(i, j)multi-step =

∞∑

n=2

Mc
p(i, j)n

multi-step

=
D∑

n=2

Mc
p(i, j)n

multi-step. (8)

Because Mc
p(i, j)n

multi-step can be described
as a recursive form Mc

p(i, j)n
multi-step = Mc

p(i,
kn−1)n−1

multi-stepMc
p(kn−1, j), where kn−1 is the pre-

cursor class of class j. In order to calculate the
updated bug propagation probability Mc

p(i, j)updated

between classes i and j, we propose a recursive al-
gorithm described in Algorithm 2 to calculate the
Mc

p(i, j)multi-step, where bVisited [i] is an array with

type Bool denoting whether class i has been visited or
not.

Algorithm 2. Calculation of the Multi-Step Bug Propa-

gation Probability

Input: WCDN, M c
p multi-step with all M c

p (i, j)multi-step

= 0, class i and class j you want to calculate the

multi-step bug propagation probability, and step stp = 1.

Output: multi-step bug propagation probability M c
p (i,

j)multi-step.

1 Find class j.

2 If bVisited [j] == false, then bVisited [j] = true.

3 Find the first precursor of class j, class k which is
depended by class j and bVisited [k] = false; then let
bVisited [k] = true.

4 If class k �= class i, then let j = k,
stp ++, and call the algorithm itself; else store
the path, calculate the stp-step bug propagation

probability M c
p (i, j)stp-stepmulti-step according to (7), let

M c
p (i, j)multi-step+= M c

p (i, j)stp-stepmulti-step.

5 Find the next precursor class k which is dependent on
class j. If there is no more precursor, go to step 6, else

bVisited [k] = false, and go to step 4.

6 Let bVisited [j] = false, stp = 1 and output
M c

p (i, j)multi-step.

The multi-step bug propagation probability matrix
Mc

pmulti-step can be obtained by iteratively running Al-
gorithm 2 for every pair of classes, and then we can
get Mc

p(i, j)updated according to (6). After we get
Mc

p updated, we can measure the effect of every faulty
class on other classes by the metric class influence (CI ):

CI (i) =
|Nc|∑

j=1,j �=i

Mc
p(i, j)updated, (9)

where CI (i) is the class influence of class i.

3.5 Bug Proneness Index of Classes

As we talked above, some kinds of information can
be used to estimate the bug proneness of classes (i.e.,
the probability that a class contains a bug) such as com-
plexity of requirement implementation and source code
complexity. However, it is impossible for us to obtain
the requirements of OSOO software systems. So in this
paper, we only focus on using the source code complex-
ity metrics to estimate the bug proneness of classes.

CK metrics suite, first presented by Chidamber
and Kemerer in [17], is one of the most widely used
metrics to evaluate complexities of OO softwares from
inheritance (DIT, NOC), coupling between classes
(RFC, CBO) and complexity within each class (WMC,
LCOM). Many researches have sought to analyze the
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ability of CK metrics suite in estimating the bug prone-
ness of classes[12,18-20]. Results show that most of the
metrics in CK metrics suite are good indicators to pre-
dict bug prone classes, but there is a little difference
across different researches. In [21], the author made
a systematic comparison of the results of existing re-
searches, and found that SLOC, WMC, CBO, and RFC
are widely accepted as useful indictors for predicting
the bug proneness of classes. We also use these four
metrics to calculate the bug proneness index of classes
proposed in this paper. We summarize them as follows.
For details, please refer to [17, 22].

1) Source Lines of Code (SLOC). The SLOC is the
number of code lines in a given class. Comments and
empty lines are not counted.

2) Weighted Methods per Class (WMC). The WMC
is the sum of complexities of every method in a given
class. In this paper, we employ its simple form, where
the complexity of each method is unity, i.e., WMC is
the number of methods in a given class.

3) Coupling Between Object (CBO). The CBO is a
count of the number of classes to which a given class is
coupled.

4) Response For a Class (RFC). The RFC is a count
of the number of methods that can potentially be ex-
ecuted in response to a message being received by an
object of that class.

Based on what we have talked above, we propose
a new metric, bug proneness index of classes (BPIC),
to quantify the bug proneness of classes, and it can be
computed according to (10).

BPIC i =α
SLOC i

SLOC sum
+ β

WMC i

WMC sum
+

γ
CBO i

CBO sum
+ ϕ

RFC i

RFC sum
, (10)

where BPIC i is the BPIC of the class i. SLOC i,
WMC i, CBO i, and RFC i are the SLOC, WMC, CBO,
RFC of the class i, respectively. SLOC sum, WMC sum,
CBO sum, and RFC sum are the sum of SLOC, WMC,
CBO, RFC of all classes, respectively. α, β, γ and ϕ
are the weights for the corresponding metrics and meet
α+β+γ+ϕ = 1. They are determined according to the
effectiveness of that metric in bug proneness of classes
estimation, i.e., the better the metric in bug proneness
estimation, the larger value the metric can be set to.
In this paper, we give each metric equal weight, i.e.,
α = β = γ = ϕ = 1/4.

3.6 Metric for Structural Quality of OO
Softwares

Then, based on CI and BPIC, a novel metric for mea-
suring the structural quality of OO softwares, named

software quality of structure (SQoS), can be produced,
which can be computed according to (11).

SQoS =
∑|Nc|

i=1 CI (i) × BPIC i

N2 − N
, (11)

where |N c| is the number of classes in the OO soft-
ware systems. Obviously SQoS is a scalar whose value
is not smaller than 0. SQoS will be 0 only when
Mc

p(i, i)updated are 1s and Mc
p(i, j)updated (i �= j) are

0s. It is an ideal situation that the bug in any class will
not propagate to other classes. So SQoS can be used to
describe how far it is away from the best situation. So a
lower SQoS indicates a software structure with a better
quality, and bugs cannot easily propagate between its
classes.

4 Experiment and Data Analysis

Design patterns are generally defined as descriptions
of communicating classes that form a common solution
to a type of design problem. They are widely accepted
as a proven way to improve software quality[23-24]. Such
an improvement in software quality should be qualita-
tively captured by the applied metrics to evaluate the
software quality.

In order to investigate the applicability of the
methodology proposed in this paper, two open source
Java applications have been examined. Both applica-
tions have two versions with different software struc-
tures: one employs design patterns and the other does
not. These two Java applications are selected for anal-
ysis because they satisfy the following criteria: 1) ac-
cess to the full source code is possible since they are
both open source applications; 2) they are written in
Java which can be supported by our analysis tool; and
3) the two versions for each Java application have the
same functionality, and the only difference is the soft-
ware structure. So it can be used to evaluate the im-
provement made in software structure.

4.1 Case Study 1

The bridge design pattern is a design pattern used
in software engineering which is meant to decouple an
abstraction from its implementation so that the two
can vary independently[25]. Our first case tests the pro-
posed approach against the bridge design pattern. It is
a simple Java application. There are two versions: one
version does not employ bridge design pattern, while
the other is implemented using bridge design pattern.
The source code can be downloaded from [26].

To analyze their structural quality, we model them
by WFDN and WCDN, using our own developed ana-
lysis tool SSQAT (that will be detailed in Section
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5). Fig.A1 (see Appendix) shows the WFDN and the
corresponding WCDN of case study 1. Table 1 and Ta-
ble 2 show the values of metrics we talked above, such
as SQoS, CI and SLOC, for software structure before
and after using the bridge design pattern, respectively.
They are all computed automatically by SSQAT. As
for the calculation of CK metrics, we also can use some
open source tools such as CKJM[27] and Eclipse metrics
plug-in[28].

Based on our assumption that a lower value of SQoS
implies a better software structure, the OO Java appli-
cation after employing the bridge design pattern is bet-
ter than that before, with their SQoS being 0.020963
and 0.037174, respectively.

Table 1. Case Study 1 before Employing the Bridge

Design Pattern (SQoS = 0.037174)

Class Name CI SLOC WMC CBO RFC BPIC

BridgeDisc 0.000000 33 2 4 13 0.251084754

StackArray 3.427080 14 6 3 6 0.186029800

StackFIFO 0.666667 13 4 2 8 0.155260231

StackHanoi 0.750000 10 5 2 7 0.152205575

StackList 0.833333 17 6 2 12 0.208239725

Node 1.833330 5 1 1 1 0.047179915

Table 2. Case Study 1 after Employing the Bridge

Design Pattern (SQoS = 0.020963)

Class Name CI SLOC WMC CBO RFC BPIC

BridgeDisc 0.000000 23 2 3 9 0.133596

Stack 1.787500 13 7 6 14 0.195333

StackFIFO 0.500000 16 5 4 13 0.162834

StackHanoi 0.600000 13 6 2 9 0.125183

Node 1.783330 5 1 1 1 0.033248

StackArray 1.200000 14 6 1 6 0.105287

StackList 0.783335 17 6 3 12 0.156762

StackImpl 4.100000 6 5 2 5 0.087757

4.2 Case Study 2

The decorator design pattern allows new or ad-
ditional behavior to be added to an existing class
dynamically[23]. The second case tests the proposed
approach against the decorator design pattern. It is
also a simple Java application, with two versions: one
version does not employ the decorator design pattern,
and the other is implemented using the decorator de-
sign pattern. The source code can be downloaded from
[26].

Fig.A2 (see Appendix) shows the WFDN and
WCDN of case study 2. Tables 3 and 4 show the values
of metrics such as SQoS, CI and SLOC, for software
structure before and after using the decorator design
pattern, respectively.

Table 3. Case Study 2 before Employing the Decorator

Design Pattern (SQoS = 0.055269)

Class Name CI SLOC WMC CBO RFC BPIC

Decorator 0.000000 8 2 4 6 0.159238

Before

Decorator 10.694400 3 2 4 2 0.102449

Before�A

Decorator 3.750000 4 3 4 5 0.143378

Before�

AwithX

Decorator 0.666667 8 2 3 6 0.148821

Before�

AwithXY

Decorator 0.750000 11 2 4 8 0.190609

Before�

AwithXYZ

Decorator 2.277780 4 3 3 5 0.132961

Before�

AwithY

Decorator 1.166670 4 3 2 5 0.122544

Before�

AwithZ

Table 4. Case Study 2 after Employing the Decorator

Design Pattern (SQoS = 0.028587)

Class Name CI SLOC WMC CBO RFC BPIC

DecoratorAfter 0.000000 10 2 5 7 0.230762

DecoratorAfter�A 1.000000 3 2 1 2 0.083266

DecoratorAfter�I 6.000000 2 1 2 1 0.065845

DecoratorAfter�X 0.333333 6 3 2 5 0.159836

DecoratorAfter�Y 0.333333 6 3 2 5 0.159836

DecoratorAfter�Z 0.333333 6 3 2 5 0.159836

DecoratorAfter�D 4.000000 4 2 4 3 0.140618

The SQoS for software structure before and after
using the decorator design pattern are 0.055269 and
0.028587, respectively. So the OO Java application em-
ploying the decorator design pattern is better in struc-
tural quality than the one without the pattern.

5 Implementation

We have developed a Java program called Soft-
ware Structural Quality Analysis Tool (SSQAT), which
mainly consists of four parts: 1) a bytecode parser, 2)
a NET generator and parser, 3) a Chidamber and Ke-
merer (CK) Java metrics calculator, and 4) an SQoS
calculator.

The bytecode parser which uses that in Dependency
Finder as its core component can parse the complied
Java code (files with .class and .jar extension) to reveal
the static structure.

The NET generator, after the complied Java code
has been parsed, produces two NET files, denoting
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WFDN and WCDN, respectively. The NET files con-
tain the information about the names of the software
components (features or classes), their dependencies
and the bug propagation probability of each directed
edge. It has the same format as that used in Pajek[29].
So you can also use Pajek to give an illustration of the
software networks. For the limitation of space, here we
will not go further into details about the format of the
NET file.

The Chidamber and Kemerer (CK) Java metrics cal-
culator calculates Chidamber and Kemerer OO metrics
by processing the bytecode of compiled Java files.

The SQoS calculator applies the aforementioned ap-
proach to calculate Mc

p(i, j) for each pair of classes, CI
for each class, and SQoS for the OO software system as
a whole.

A sample screenshot of SSQAT with the concerned
CI, CK metrics, and SQoS for case study 1 is shown in
Fig.6.

Fig.6. Sample screenshot for SSQAT.

6 Limitations and Future Work

Although our approach shows some feasibilities in
measuring the structural quality of the sample Java
applications, the broad validity of our approach de-
mands further demonstration. Moreover, when con-
structing WFDN, we suppose that the bug in one fea-
ture will propagate to all possible target features point-
ing to it directly and indirectly definitely, i.e., our ana-
lysis in WFDN can be described as a worst-case analy-
sis. But to the best of our knowledge, there have been
no prior researches on this topic. So in this paper, we
have not addressed this problem.

Thus, the future work includes:
1) validating the approach using more other open

source software systems written in Java and other pro-
gramming languages (e.g., C++, C#);

2) presenting a more realistic approach which takes

into consideration the non-trivial probability (not sim-
ply zero or one) in WFDN;

3) using the proposed approach for test case priori-
tization for regression testing.

7 Conclusion

Acknowledging the importance of software structure
(topological structure) on the software quality, in this
paper we use the weighted class dependency network
(WCDN) to model the topological structure of OO soft-
ware system, examined the bug propagation process in
WCDN together with the bug proneness of classes, and
finally proposed a metric SQoS. The goal is to use SQoS
to measure the structural quality of OO software sys-
tems. The rationale behind this approach is that in
a high quality software system, bugs arising in classes
should be limited to a range as small as possible, i.e.,
SQoS should be kept as small as possible.

Case studies have shown the effectiveness of SQoS in
software structural quality measurement. The proposed
approach improves the accuracy of existing methodolo-
gies, for SQoS is produced considering both the soft-
ware structure information at feature (method and at-
tribute) and class levels as well as the complexity cha-
racteristics of the software source code.

The proposed approach has been automated by a
tool written in Java and can be applied to measure the
SQoS of any OO software system written in Java.
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Appendix

Fig.A1. The WFDN and WCDN of case study 1 before and after using the bridge design pattern. In (a) and (c) the nodes (features)

with the same color belong to the same class. The notes beside the nodes are their names, and that beside the edges are the bug

propagation probabilities. (a) WFDN before. (b) WCDN before. (c) WFDN after. (d) WCDN after.
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Fig.A2. The WFDN and WCDN of case study 2 before and after using the decorator design pattern. The notes and colors denote the

similar meanings to that in Fig.A1. (a) WFDN before. (b) WCDN before. (c) WFDN after. (d) WCDN after.
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